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Abstract.  

Games have become a highly sought-after form of entertainment, offering not just leisure, but also the opportunity to 

sharpen critical thinking skills. A game that contains elements of artificial intelligence requires algorithms for its 

implementation. One type of game is the maze game, where players are required to find a way out of the maze. The 
backtracking algorithm was employed to solve this challenge by tracing possible paths recursively. If the path leads to 

a dead end, it will be backtracked and another path will be explored. The algorithm saves all solutions, continuing the 

search until the final solution is found. By implementing the backtracking algorithm, the completion time for a single 

attempt in the maze game was impressively reduced to just 2.16 seconds. 
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INTRODUCTION 
Games have become a highly sought-after source of entertainment, appealing to all demographics, 

particularly the youth. The gaming industry is experiencing significant growth, with developers creating 

increasingly captivating games to attract players. Not only do these games provide entertainment, but the y 

also challenge players to sharpen their problem-solving skills in order to win.The modern computer gaming 

industry continues to expand and become more intricate each year, with advancements in both map size 

and the number of units within the industry [1], [2]. A maze-themed game can be just as engaging and 

mentally stimulating for players, challenging them to use their problem-solving skills. One common issue 

in games is finding effective pathfinding solutions for non-player characters, which are crucial for their 

movement and behavior, such as in tower games [3], car racing [4], and educational games [5], and so on. 

 

The implementation of a game that incorporates artificial intelligence elements demands the use of 

algorithms [6]. The maze game is an example of a game that incorporates artificial intelligence elements. 

It features barriers or walls that restrict the player's path and has a starting point and a final goal. When 

players reach a dead end, they must turn around and explore other paths. With multiple potential solutions, 

this game offers a challenging experience for players. Several algorithms used to solve maze games are 

closely related to graph theory and are designed to find the shortest path solution from the starting point to  

the destination, even when multiple solutions exist  [7], [8]. The shortest path search problem in games has 

been addressed using a variety of search algorithms, including the efficient A* search algorithm and the 

comprehensive Bread-First Search algorithm [9].  Previous studies have utilized the implementation of the 

Bread-First Search (BFS) and A* algorithms to tackle the pathfinding challenge in maze games  [9], [10]. 

The research has shown that both the Bread-First Search (BFS) and A* algorithms are capable of solving 

the shortest path problem without encountering bottlenecks, as long as the generator node does not move 

towards a dead end. The A* algorithm can be utilized in games that are designed with artificial intelligence 

concepts, such as the Goat Foraging Game [11]. The A* algorithm in the Goat Foraging Game utilizes 

artificial intelligence to determine the shortest distance between the enemy and the goat. Other studies have 

demonstrated that the brute force algorithm can solve problems in the shortest amount of time [12]. The 

Brute Force Algorithm involves evaluating all possible solutions to find the correct one, which results in a 

longer time frame compared to other algorithms as it thoroughly checks every possible outcome, regardless 

of its feasibility. 
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In this research, we aim to find a potential solution by implementing the backtracking algorithm. This 

algorithm operates by constructing solutions incrementally and then discarding those that are unnecessary. 

It employs a state-space tree to determine if a solution is valid, and if it is, the process is repeated until the 

final solution is found. If the solution is invalid, it will be discarded. The backtracking algorithm's unique 

advantage is its ability to ignore or eliminate invalid s olutions efficiently. The objective of this research is 

to delve into the workings and processes of the backtracking algorithm applied to pathfinding in maze 

games. It is hoped that the findings will shed new light on the functioning of the backtracking algorithm 

and contribute to a deeper understanding of its application. 

 

METHODS 

The right algorithm to find a way out of the maze is the backtracking algorithm. This algorithm tries a path 

until it reaches a dead end, then performs the previous step (backwards) until it finds another path, then 

repeats the path again. To describe a backtracking algorithm, divide the path into a series of steps. One of 

the steps is to move the unit cell in a certain direction. The directions that can be passed are: up, down, left, 

and right. A backtracking algorithm is a recursive algorithm that aims to solve a given problem by testing 

all possible paths to a solution until a solution is found [13]. Each time a path is tested, if no solution is 

found, the algorithm will return to test another path, and so on until a solution is found or all paths have 

been tested. In the game Maze, the backtracking algorithm scenario occurs when attempting to find a way 

out of a maze. Whenever the algorithm reaches a dead end, it will back off and try another path until it finds 

a way out or all paths have been explored. In general, Backtracking algorithm can be presented in Figure 

1. 

 

Figure 1. General Backtracking Algorithm Representation  

 

Backtracking algorithm for the Maze problem is the function parameter is M, then the maze is saved (the 

maze can be implemented as a 0/1 matrix, paths are represented as rows of 0s and walls represented as rows 

of 1). 

 

Figure 2. Maze Game Backtracking Algorithm Representation  
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Based on figure 2, if the recursive call to SolveMaze (M) is feasible, it means that the displacements made 

lead to the solution. Therefore, the resulting maze image is displayed on the screen. The resulting step 

motions are printed in reverse order when the recursive call returns, causing a minor problem. To fix this, 

you need to save the step motion on the stack and print the entire step after the SolveMaze call instead of 

printing it right away. 

 

The backtracking algorithm for the Maze problem can be thought of as forming a state-space tree. The roots 

of the tree are the first maze, and the children are the mazes that result from moving one step away from 

the original maze. We use the programming language Python to simulate the implementation of the 

backtracking algorithm to solve path finding in the maze game. Python has many features that support 

functional programming and object-oriented programming [14]. Python is also simple and easy to learn. 

Python became popular for some reasons: it has a simple syntax that makes it easy to learn and easy to read; 

it is cross-platform; it supports multi-paradigm; it can be used for multiple tasks (software development 

and machine learning); it has many libraries; it is open source; and it has a large and active community [15]. 

 

 

RESULT AND DISCUSSION 
Maze Game is a puzzle game where players will be set at one point as a start and are required to find a path 

to get out of the maze at a specified point. To get out of the maze, the player will be confronted with several 

paths, some of which are dead ends. So to find a solution to this problem, a backtracking algorithm is 

implemented. 

 

The backtracking algorithm will examine some paths taken to determine whether or not they are 

qualified.The backtracking algorithm will only select those paths that lead to a solution without checking 

all possibilities. In other words, paths that do not qualify or do not lead to a solution will not be considered 

again. Figure 3 show user interface for the backtracking algorithm implementation of the maze game. 

 

 
Figure 3. Maze Game UI Implementation 

 

We can find the solution using the state space tree. State space tree roles as follow: 

a. Starting point has been set at the end second track. 

b. Goal point is set at the bottom in light blue. 

c. Paths that can be traversed are dark blue. 

d. Paths that can be passed are vertical and horizontal lanes, so players cannot cross paths crosswise or 

diagonally. 
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Figure 4. Solution Using State Space Tree 

 

Figure 4 shows the implementation of a backtracking algorithm to solve a maze game problem using a state 

space tree. The first intersection in the game maze is the root. There are two intersections that lead to the 

right and down. The downward crossing is not promising because it is a dead end. so that a backtrack will 

be carried out to the second intersection. 

 

At the second intersection there are two intersections , there are down and to right. Downward crossroad is 

not promising because of a dead end. So that a backtrack will be carried out towards the third intersection.  

At the third intersection there are two intersections, there are down and to right. Downward crossing is not 

promising as it is a dead end. So that a backtrack will be carried out to the fourth intersection.  There are 

two intersections at fourth intersection, there are down and to right. The intersection to right is not passed 

because it does not lead to solution. So it will continue to fifth intersection. At the fifth intersection there 

are two intersections, there are to left and right. Righteous crossing is not promising because it is a dead 

end. So that a backtrack will be carried out to sixth intersection. At the sixth intersection there are three 

intersections, there are to left, to down and to right. The crossing down promises and continues to the 

seventh intersection. The seventh intersection has 2 intersections, there are to left and to rig ht. Left crossing 

is not promising because it is a dead end. So that a backtrack will be carried out towards the intersection to 

the right, this intersection is also not promising because it is a dead end. So that backtracking is carried out 

at the seventh and sixth intersections. Next at the sixth intersection trace back to intersection. This crossing 

is not promising because it is a dead end. So there will be a backtrack to the eighth intersection.  At the 

eighth intersection there are two intersections, there are to up and to down. The upward crossing is not 

crossed because opposite direction of the final solution. So proceed to the ninth intersection.  At the nine 

intersection there are two intersections, there are to left and to right. Intersection to left is not crossed 

because opposite to the direction of the final solution. So proceed to the right intersection. So that the path 

that can be passed to the final solution obtained are1-2-3-4-5-6-8-9. 

 

Furthermore, the backtracking algorithm implementation uses the Python programming language. 
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Figure 5. Library Used 

 

Library in figure 5 is a graphical library used to create user interface of Maze Game. Turtle is a python 

library used to create canvas. Where in the canvas will later be able to draw user interface for the maze. 

Radiant is used to generate random numbers of integer type with a specified range. 

 

 
Figure 6. Path and Wall Arrangement 

 

In figure 6 it is a function to draw paths and walls in the maze game using fill function. Point 0 refers to the 

right, 90 up, 180 left and 270 down. 

 

 
Figure 7. Path and Wall in Maze Game 

 

Figure 7 is code snippet for PixelArt saved in list. To determine paths and walls, 0 is path, 1 is wall and 2 

is end point. 
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Figure 8. Starting Point Position Setting 
 

Code snippet in figure 8 is the starting point position in upper left area of screen. 

 
Figure 9. Code Program Maze Game Using Backtracking 

 

 
Figure 10. Code Program Maze Game Using Backtracking 

 



45 
 

Figures 9 and 10 are backtracking/recursive functions to check all possible paths to the end point or exit of 

the maze. If an exit or destination is found, it returns true. If the path is empty then it will not be traced. 

 

 
Figure 11. Setting for Messages  

 

Code snippet in figure 11 is a code snippet to set style of  message when you have finished exploring the 

maze path. 

 

 
Figure 12. Message if Solution Found 

 
Code snippet from figure 12 is the code snippet for message when you have finished tracing path. 

 
Figure 13. Maze Drawing Function 

 
Figure 13 is a code snippet to describe the maze. Figure 14 is the output displayed in completing Maze 

Game using backtracking algorithm with the solution finding speed time is 2.16 seconds  for one trial. 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

Figure 14. Solution Using State Space Tree 
CONCLUSION 

The maze game's challenge of finding a path to reach the end point can be effectively addressed through 

the utilization of the backtracking algorithm. The implementation of the backtracking algorithm is 

straightforward, and its results can be seen in the player's ability to reach the goal and exit the maze. 
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However, there is scope for further improvement, such as incorporating artificial intelligence algorithms 

and exploring various in-game scenarios, to enhance the scalability of the maze game solution. 
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